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## Execution Control

Execution control statements are points in a program, that take a decision about: what is the next step to take.

Execution control is the only thing, that varies the order of execution in a program. It is all about choosing the next step to take.

There are three types of execution control:

- Conditional execution

- Repetition

- Jumps

*Conditional execution* statements determine the next step to take, based on a condition. The If statement is the most common form of conditional execution.

*Repetition*, more commonly referred to as *loops*, are repetitions of the same code. The For loop is the most common form of repetition. Each repetition changes data, which gives the next repetition a different order of execution or makes the next repetition operate on different data.

A *jump* makes the program jump immediately to a different part of the program. However, sometimes a jump is placed inside a conditional execution statement, basing the jump on a decision after all.

There are multiple forms in which to express jumps, repetitions or conditional execution statements. Each form is explained in a separate article. The following forms of conditional execution statement are supported:

- If

- Select Case (exact value)

- Select Case (split formula)

The following forms of *repetition* are supported:

- For (range)

- For (conditional)

- For Each

- While

- Until

The following forms of *jumps* are supported:

- Normal execution order

- Label, Goto

- Call & Return

- Exit Command

- Exit Loop

- Continue

The last two jumps are only used inside a loop.

In the new computer language, execution control statements are special commands. They are commands, whose arguments are command references. An execution control command calls a command passed to it, based on a decision. The passed command references are called *clauses* of the execution control command.

Even though execution control commands are really just commands with command references, a call to an execution control command is often called a *statement*.

Some of the execution control commands are passed a *condition*. The condition will determine, what command reference is called. The condition is a boolean value. Most likely it is *not* a fixed boolean value. It is more likely to be a boolean variable stored inside an object. The boolean value can *also* be the result of a command. The boolean value can also be the result of a formula, but a formula actually *is* a command. So the condition is either a boolean variable inside an object, or the boolean output of a command.

For the If statement it is alright, when the condition is calculated *once* and the boolean result is passed to the If command as the condition. But in a conditional *loop*, the condition must be re-evaluated on every repetition of the loop. Recalculation of the condition, every time the condition is consulted, can be established by making the condition a reference to a reference to a Boolean, rather than a reference to a specific Boolean object.

So the condition argument refers to a *reference*.

The reference, that is referred to, can perform a calculation before it returns the Boolean. It performs the calculation every time the reference is consulted. How a reference can recalculate the value of an object whenever it is retrieved, is explained by the article *System Objects*.

Commands basically just call more commands. But a few commands do something other than just call other commands. The most basic ones of those are commands, that execute a machine instruction: an operation that is executed by the CPU, the central processing unit of the computer. But directly on top of the machine commands, there are the *execution control commands*, that control the flow of a program, making the next command to call dependent on a condition. Any other command basically only calls more commands.

## Ideas

Execution Control / Process Control

Misschien moet je Execution Control uiteindelijk wel gewoon Process Control noemen en er ook scheduling en dergelijke aan toevoegen.

JJ

# From the original Symbol documentation

## Execution Control

<A procedure’s calling one of its own clauses, is an unconditional jump>

< Cover text code entirely, right inside the story. Oh, yeah, should I? Or should I cover it in the Text Code chapter? >

### Basic Language Execution Control

To explain execution control in Symbol I will first introduce examples of execution control in the Basic programming language.

If X Then A Else B

This is called an If statement. If X returns True then A is called, else X returns False and B is called.

Select Case X

Case 0: A

Case 1: B

Case 2: C

End Select

This is called a Select statement. If X equals 0 then A is called. If X equals 1 then B is called. If X equals 2 then C is called. This is actually shorthand for a whole bunch of Ifs, but quite handy.

For I = 0 To 5

A(I)

Next

This is called a For loop. A(I) is executed 6 times. The first time I = 0, the second time I = 1, the third time I = 2 and so on until I is 5. In this example I is used as a parameter to the procedure A.

I = 0

Do While I < 6

A(I)

I = I + 1

Loop

The same happens here as in the For loop, but it’s a different notation that allows more flexible control of the repetition. First 0 is assigned as the initial value of I. Then there will be looped while I < 6. If I becomes greater than or equal to 6 then the repetition ends. In the repetitions A(I) is called, after which I is incremented.

The blue parts in the code above are called the *clauses* of the control statements. Those clauses are the code whose execution is considered controlled. They are executed depending on the results of *expressions* and *assignments*, marked with red.

The start of the control statement and the end and whatever’s in between is considered the control statement.

### Execution Control Procedures

Execution control statements are special procedures. They are given one or more references to other procedures, the execution of which is controlled. These referenced procedures are the clauses of the control statement and also the expressions and assignments controlling their execution. The execution control procedure decides when or if any of these referenced procedures are called and how many times. How the execution control procedure will call its referenced procedures, is dependent on what the referenced procedures will do.

### Selection and Repetition

The execution control mentioned till now is also called conditional jumping. There are two general forms of conditional jumping: selection and repetition. Selection selects one thing to execute out of several or whether to execute something at all depending on a condition. Repetition repeats a procedure a number of times until a condition is met. In the repeated procedure actions can be taken that affect this condition. Select and If statements are selection. For and Do statements are repetition. Symbol defines but two procedures: Selection and Repetition. Depending on how the procedure is used it functions as an If, Select, For or Do and depending on that, appropriate names are notated with calls to the execution control procedures.

### Selection

<< Sub sectioning. >>

<< That shorthand: what if the actual reference target is two capsules up? >>

This section apart from covering the selection execution control procedure also explains a lot about execution control in general, not just selection, specifically about clauses.

Select and If statements are both accomplished by calling the Selection execution control procedure. The difference between an If and a Select is that a Select first defines the beginning of the expression to evaluate and then a list of endings for the expression. Each beginning-ending combination is treated as a separate If.

The Selection execution control procedure takes 4 kinds of procedure references:

* Select
* If
* Then
* Else

I call all of these procedure references *clauses*. Not all clauses have to be filled in.

If the Select clause isn’t filled in then there’s only one If clause, one Then clause and one Else clause:

If X Then A Else B

X, A and B are the clauses, which are separate embedded procedures. X is the If clause. A is the Then clause. B is the Else clause. The If clause procedure returns a condition that is either True or False. If it is True then the Then clause is called, if it is False then the Else clause is called.

The red clauses can be seen as the cause of the selection and the blue clauses as the result of the selection.

If you *do* fill in the Select clause then there can be multiple If, Then and Else clauses.

Select X

If = 0 Then A Else B

If = 1 Then C

If = 2 Then D

Else E

End Select

Each If clause is accompanied by its own Then and Else clause. The Else clause doesn’t have to be filled in. Above, only the If that has an Else clause is the first one.

The Select clause is also accompanied by its own Else, which is executed if none of the Select statement’s Ifs returns True.

The Select clause represents the beginning of the If clauses. It can be any beginning of an expression:

Select X – 2 >

If 0 Then A Else B

If 1 Then C

If 2 Then D

Else E

End Select

The resulting expression of the first If would be X – 2 > 0.

Symbol text code allows various representations of Selection execution control, but the notation above uses each clause’s distinctive name. An alternate notation would be as follows:

Select X – 2 >

Case 0: A Else B

Case 1: C

Case 2: D

Case Else: E

End Select

This notation is used when using the Select clause. This makes it easier to distinct If and Select statements. In the Select notation the If clauses become Case clauses and the Then clauses become ‘:’ clauses. The joint Else clause becomes the Case Else clause. An additional thing about the Select notation is that you can leave out = signs in certain cases:

An alternate notation for:

Select Y

Case = 0: A

Case = 1: B

End Select

is:

Select Y

Case 0: A

Case 1: B

End Select

The method is that where appropriate an = sign is put between the Select clause and the Case clause.

In diagram notation, the Selection procedure with all its clauses looks like this:
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The amount of If groups can vary. I’ve notated three of them in the diagram above.

All clauses are procedure references provided to the selection procedure as parameters when you call it. For that, the diagram for a call to the Selection procedure would look like this:
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In text code:

Select …

If … Then … Else …

If … Then … Else …

If … Then … Else …

Else

…

End If

The outer squares are the clauses. The squares in the larger square are the references to those clauses.

Execution control is so common and the notation above is rather complex. The notation above should even require grouping triangles around the If groups. I already left those out, but I will do more to make it look clearer. A simplified notation for a call to the Selection procedure is regularly used instead:

![](data:image/png;base64,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)

This has the same meaning as the other notation. A square drawn with dashed lines is shorthand for a square with a reference line to outside. The dashed squares are filled in with the contents of the referenced procedure.

|  |  |  |
| --- | --- | --- |
|  | = |  |

Even more is done to simplify the notation. Clauses that are not filled in can be hidden. The procedure name ‘Selection’ is also left out. Squares are allowed to be drawn as rectangles. When the Select clause is filled in, alternate clause names are used as explained earlier.

<< Use those rules from this point onward >>

|  |  |
| --- | --- |
| If X Then A: | If X Then A Else B: |
| If X Then A Else If Y Then B: | If X Then A Else If Y Then B Else C: |
| Select X  Case 0: A  Case 1: B  End Select  : | Select X  Case 0: A  Case 1: B  Case Else: C  End Select  : |

You can nest Selection statements as deep as you want.

|  |  |
| --- | --- |
|  | Select X  Case 0  Select Y  Case 0: A  Case 1: B  Case 2: C  End Select  Case 1  B  Case Else  If Y = 2 Then D  End Select |

Math language (as well as text code) integrates into Symbol. When using execution selection this is very handy. Let’s take the following text code example:

If X > 3 And X < 5 Then Y = Y + X

Integrating math language, you can draw the following diagram:

<< Picture: almost the same as text code. Clauses are put in dashed rectangles. >>

When you don’t use math language it will look as follows:

<< Picture: See paper. >>

The = operator is an operator from text code language, not math language.

### Repetition

< Yellow doesn’t work on white paper>

Now I’ve explained a lot about clauses in Selection, I can easily explain Repetition.

Repetition has the following clauses:

* For
* = (Initialization)
* Till
* Step
* Loop

<< Picture 33: Diagram of Repetition execution control procedure with all its clauses>>

Of each clause there can be only one, but not all need to be filled in.

I will express the two Basic repetition statements in diagram code. The colors denote the different clauses of the Repetition statement.

Text Code:

For I = 0 To 6 Step 2

A

B

Next

Diagram Code:

<< Picture 34: Square called For with four other squares: I, = 0, To 5, A B. Use the same colors and pick some nicer ones man>>

Text Code:

I = 0

Do While I <= 6

A

B

I += 2

Loop

<>

That was the Basic like notation. Symbol usually uses the For notation:

For I = 0 Till <= 5 Step I += 2

A

B

Next

The Step clause is basically no more than the second part of the loop clause. It’s just simply executed as the second part of the loop. However, it allows a more abstract notation. When you start with a binary operator then the For clause is used as the first operand. If you only supply a term, then it is added to the For clause.

Oops the For clause isn’t a procedure anymore. It’s an object whose state is gotten and set. The Step clause can be a procedure reference, but can also be an object reference with state get and set. It’s overloaded to support

<>

Diagram Code:

<< Picture 35: Square called Do with 5 other squares: I, = 0, <= 5, ++, A B. >>

The algebra you see in the diagrams above (for instance <=5) are actually calls to algebraic procedures. The algebraic language can be integrated like that in the diagram code. The integration of other languages into diagram code is discussed in a separate chapter. Here I’ve only used it to show how using the execution control statements can look in practice.

<< Algebra covered in Math, Language embedding in a Code Language chapter >>

<< Tell not to worry about the algebraic operations and assignment. Algebra operations and assignment are themselves procedures that can be called which are explained later. >>

<< Examples of simpler loops, in which

### Clauses: Embedded Procedures

The clauses discussed above are actually embedded procedures. Embedded procedures are often referred to with the word clause. They have the special characteristic that they can access the members of the procedure they’re embedded in.

<< Picture 36 >>

All clauses have access to the objects in their descendant clauses and to the objects in their embedding procedure.

<< Picture 37 >>

The reverse is not true: an embedding procedure can not access an object in a clause unless the object is public.

<< Picture 38: non public clause member, not referenced by the embedding procedure >>

And even when it’s public then it has to be written right before entering the clause, just like a procedure call.

<< Picture 39: public clause member referenced by the embedding procedure just before entrance >>

You can recognize an embedded procedure by the fact that they’re not calls, nor procedure references. So they (usually) have no lines:

<< picture 40: embedded procedures. Mark the ones that are clauses with a color >>

Perhaps jumping will change that and the clauses will get lines, but no lines that end up outside the embedding procedure.

<< Picture 41: clause that does have a line because of a jump to it >>

<<It’s like when something’s a clause, it ignores its parent’s borders. Conversely, the contents of a block are by default only accessible within that block.>>

### Unconditional Jumps

Returns and Jumps

#### Unconditional Jumps

<<

1 Call A

2 Call B

3 Jump 5

4 Call C

5 Call D

Line 3 will make a jump to line 5. Line 4 will be skipped.

…

Returns makes you able to exit procedures, a single repetition, a whole repetition loop, a select statement, etcetera.

A jump …

Unconditional jumps are usually just regular calls to other procedures. Another special unconditional jump is immediately ending the procedure or the block or ending the current procedure and the next one and so on.

You could speak of conditional calls, actually.

>>

<<

Unconditional jumps are usually calls to other procedures indendent of a boolean state: regular calls. Another special unconditional jump is immediately ending the procedure (returning or ending a for loop) or ending the current procedure and the next one and so on (ending a nested loop and also the loop its nested in)

>>

Select X – 2 >

If 0 Then A Else B

If 1 Then C

If 2 Then D

Else E

End If

Breaking, because each Case group is evaluated now.

### Text Code Blathering <>

##### Conditional Jumps

Two forms of conditional jumping are generally used: selection and iteration. Selections will do either one thing or the other depending on a Boolean state. Iterations will repeat something depending on a Boolean state.

###### Selection

Selection is performed with If and Select statements.

If

With an If you can choose wether or not to do something depending on a Boolean state:

If X Then A

If X returns True then A is called

With An If you can also choose to do either one thing or the other:

If X Then A Else B

If X returns True then A is called. IF X returns False then B is called.

An alternative notation of the If above is:

If X Then

A

Else

B

End If

You can nest Ifs:

If X Then

A

Else

If Y Then

B

Else

C

End If

End If

You can also use Else If:

If X Then

A

Else If Y Then

B

Else

C

End If

Or in an alternate notation:

If X Then A Else If Y Then B Else C

You can use alternatives for the Then keyword. You can leave it out or you can use a comma:

If X, A Else If Y, B Else C

If X

A

Else

B

Else If C

D

End If

Select

Selects let you combine a large Else If construction to an easier notation:

If X = 0

A

Else If X = 1

B

Else If X = 3

C

Else If X = Y + 1

D

End If

The three conditions above all have the same beginning:

X = 0

X = 1

X = 3

X = Y + 1

They all begin with X = .

The Select statement lets you take advantage of that to make the notation easier:

Select Case X =

Case 0

A

Case 1

B

Case 2

C

Case Y + 1

D

End Select

You can also use the comma to use the same clause for multiple conditions:

Select Case X =

Case 0

A

Case 1

B

Case 2

C

Case Y + 1, 4

D

End Select

You can use the : to avoid using so many lines:

Select Case X =

Case 0: A

Case 1: B

Case 2: C

Case Y + 1, 4: D

End Select

<< Maybe I should just first explain the concept and then introduce all them various notations. Mayve this text notation should be explained totally separately anyway. I only needed it to give an example of an If here, man. >>

A Basic Select statement:

Select Case X

Case 0: A

Case 1: B

Case 2: C

End Select

Is notated in Symbol text code as:

If X

= 0 Then A

= 1 Then B

= 2 Then C

End If

Or:?

Select X

If = 0 Then A

If = 1 Then B

If = 2 Then C

End If

Or:?

Select X

If = 0: A

If = 1: B

If = 2: C

End If

Or:?

Select X

If = 0, A

If = 1, B

If = 2, C

End If

Or:?

If X

= 0, A

= 1, B

= 2, C

End If

###### Iteration

For i = 0 To 10

…

Next

For i = 0 To 10 Step 2

…

Next

For i = 0 Till = 8 Step + 1

…

Next

For i = 0 Till > 8 Step + 1

…

Next

For i = 0 Till > 8 Step i++

For i < 3

For Till i < 3

i = 0. Repeat As i >= 5, Step i++.

A comma can be used to separate

Maybe for should be called repeat

### Brainstorm

Maybe the procedure references of execution control procedures need to have a certain procedure interface.

About the execution of non execution controlled calls. Some calls must be made before others because the result of one call is used in another call. That defines (some of) the order of precedence of calls.

The order of the calls in a procedure is (part) determined by dependence, independent of the order the programmer gives.

The programmer can change the order of things that are arbitrarily called and insert calls into the obligatory order or calls, but if it’s not so relevant, the programmer doesn’t even provide the call order. Most of the time it is not that relevant. (or is it, to what extent can I not see the requirement of the order of calls, even when its order is very important?

If a procedure takes a reference to a clause then you can do this notation:

<< Square with loose squares and another square with squares pointing at those loose squares >>

Defining the contents of the procedure references right within the

##### Execution Control Controls which call is made next

<<

Most of what’s done inside a procedure is calling other procedures.

Apart from executing a sequence of calls linearly, you can alter the course of the calls using execution control.

A clause is like a procedure itself. For that you can see execution control as selecting which procedure will be called next. Or actually which clause will be called next.

First explain that a control statement controls which call is made next. They are responsible for the arbitrarity in execution. Otherwise there would be just one way a program can execute from start to beginning and that’s that, but execution control sees to it that there is variation in the execution of a program.

In one compiler optimization technique it is these execution control statements that are analysed. Execution control statements make execution variable and this compiler technique analyses how variable that actually is. Maybe the execution control will not be reached with too many different values, let’s say, two values. In that case you might consider removing the variation in execution by making two procedures one of which is one situation of the execution control statement and the other one is the other situation of the execution control statement. At calls to the execution control statement or indirect calls to it, you insert the variation that applies right there.

>>

##### Nice Example

For I = 0 to 4

***A(I)***

***B(I + 1)***

If I <> 0 Then

***C***

Else

**D**

End If

Next

##### Execution control is call control

This means that in Symbol the definition of execution control is selecting what procedure to call next depending on a Boolean state.

You could speak of conditional calls, actually.

Calls can be managed by execution control. Execution control manages the regular order of the calls *and* can alter the regular traversal of calls depending on a Boolean result (If, Select, For, Do). The Boolean result can spring from any combination of forms of algebra that in the end returns a Boolean result. Comparison algebra and Boolean algebra return Boolean results.

#### 🡪Execution Control

But… if you pass a clause reference to an execution control procedure the execution control CAN call the clause, but only in the context of the procedure instance that called the execution control procedure!

Execution control procedures must call clauses in the context of a *specific call* to the clause’s procedure definition.

## Declared Traversions / Constructions

< 2008-10-10 You can change this into iterators to which you pass a command reference. >

I’ve noticed that with my coding methods in deep structures in Visual Basic 6, I use code like this for instance:

With aClass

With .Attributes

For i = 0 To .Count - 1

With .Item(i)

L "Private Const " + tPrefix + .CodeName + "Field As Long = " + CStr(aIndex)

aIndex = aIndex + 1

End With

Next i

End With

With .RelatedClasses

For i = 0 To .Count - 1

If .ItemUsed(i) Then

With .Item(i)

If .AbstractNumber = One Then

If .WhenX.EditMode = ObjectEditValues Then

'Recursion

AddFieldConstants .Type, aIndex, tQualifier + .CodeNameSingular

End If

End If

End With

End With

Next i

End With

End With

There are actually two loops in this construction. I frequently need those loops and I then copy those constructions.

It might be an idea to be able to declare those constructions and reuse them by name:

Delcaration of constructions:

Construction Type Attributes ( aClass )

With aClass

With . Attributes

For i = 0 To . Count - 1

With . Item ( i )

…

End With

Next i

End With

End With

End Construction

Construction Related Types With Edit Values ( aClass )

With aClass

With . Related Types

For i = 0 To . Count - 1

If . Item Used ( i ) Then

With .Item ( i )

If . Abstract Number = One Then

If . When X . EditMode = Values Then

…

End If

End If

End With

End With

Next i

End With

End With

End Construction

Use of construction:

For Type Attributes ( aClass )

L "Private Const " + tPrefix + . Code Name + "Field As Long = " + aIndex

aIndex = aIndex + 1

End For

For Related Types With Edit Values ( aClass )

Add Field Constants ( . Type , aIndex , tQualifier + . Code Name Singular )

End For

Looking at this, I see that you could do this easily in Symbol, by making your own execution control procedure.